Abstract

Code completion is an editor service that suggests keywords and identifiers that are relevant at the caret location in the editor, from which the user can choose to either insert one or continue typing. This reduces coding errors and aids in discovering the possibilities in a language or API. Providing a code completion editor service for a new programming language requires development effort in addition to the effort required for defining the language. The goal of this work is to automatically produce an intelligent editor-agnostic code completion editor service that is parameterized only by the declarative specification of the language. We implement our approach in the Spoofax language workbench, which enables language developers to provide a declarative specification of their new programming language. We will use the declarative specification to produce a platform-agnostic code completion editor service for Spoofax languages automatically.

1 Introduction

Developing a new programming language comes with its own sets of challenges, from defining a proper syntax to implementing the semantics of the language. There exist various libraries, tools, and frameworks that help with one or more of these concerns, but none of these tools help the language developer get good editor support for their growing language.

One such editor service is code completion, which is an example of a code recommender system [7]. When invoked, code completion displays a list of proposals that may be relevant at the caret position, allowing the user to pick one to insert into the document. These proposals include keywords and code snippets, but also commonly used expressions, and the identifiers of variables, functions, and classes.

An intelligent context-aware code completion service proposes only keywords that are legal at the caret position, and identifiers that are visible and reachable. Additionally, it can filter the list of proposals to only show those whose type is compatible with the expected type at the caret location.

Code completion is valuable for both new and experienced users of a language. New users use code completion to discover the possibilities of a language or API, whereas experienced users use code completion to reduce typing and mitigate the risk of making code errors.

Traditionally, a code completion service has to be implemented for each specific language, usually as part of an editor plugin. The most popular editors can be extended to support additional programming languages through plugins, but each editor has its own architecture for this. Some IDEs, such as Visual Studio, provide only the bare interface for code completion and leave a lot of flexibility to the implementation. Eclipse and IntelliJ on the other hand provide functionality that removes boilerplate for implementations in languages that support it, but at the cost of flexibility [6].

Implementing just a single editor plugin for a language can be a daunting task, let alone when trying to support multiple popular editors [3]. But a code completion service could rely heavily on information already encoded in the language specification.

The Spoofax language workbench [2, 9] provides a number of meta-languages that allow the language developer to define these aspects of their language in a declarative way. Each meta-language handles a particular aspect of the language, such as the syntax definition, name binding, type information, and static and dynamic semantics. While previously a language developer had to write extra rules and constructs to support code completion [2], more recently Spoofax was extended to generate a context-aware syntactic code completion service from the syntax definition [1], but which is tightly integrated into the Spoofax core framework.

In this work, we present a new architecture through which we can provide an intelligent context-aware code completion editor service for both syntactic and semantic code completion. It uses both the syntactic and semantic aspects derived from the declarative specification of the language to only propose identifiers, snippets and keywords that are legal at the caret location.

2 Architecture

In its most basic form, a code completion editor service has to return a list of code completion proposals to be presented to the user. This service needs an editor-agnostic interface to allow any editor to call it.

As Figure 1 shows, code completion is invoked by the user in a particular context. The context is formed by the document and a caret location within it, together with the corresponding locations in the abstract representations of the program, such as the lexical scope and the term in the
abstract syntax tree. The construction of these abstract representations is very specific to the programming language used in the document. Therefore, we need a generic and language-agnostic architecture that allows these abstract representations to be computed, retrieved, and queried, such that the code completion service can be both intelligent and language-agnostic.

Language developers can use the Spoofax language workbench to provide a specification for their language in a declarative way. From this declarative specification, we derive a number of services such as a parser service that produces an abstract syntax tree, and a semantic analysis service that produces a language-independent scope graph [5, 8] constructed as part of the name and type resolution algorithms used in Spoofax.

The code completion service needs to determine the context in which it was invoked. The document context, which is the document itself and the caret location, is provided by the editor. The other contexts, such as the corresponding term or scope, are returned by the language-specific context provider, which calls upon the generated services.

The service then queries the contexts to find, for example, the keywords applicable and identifiers visible at the caret location. It can also use this information to filter the proposals to only contain those whose type would be compatible with the type expected at the caret location. From this information, an ordered list of code completion proposals is constructed.

The code completion service is not specific to any one editor. We have described an editor-agnostic interface for code completion as part of the Adaptable Editor Services Interface (AESI) architecture [6]. This allows the editor service to be used with supported editors, without extra effort on the side of the editor or plugin.

3 Conclusion

In this work we present an architecture for intelligent context-sensitive code completion that leverages only the declarative language specification of the language itself.

We will evaluate this architecture in the Spoofax language workbench by using it to implement intelligent context-sensitive semantic code completion, and integrating this architecture into the upcoming Spoofax incremental and interactive build system [4].
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Figure 1. Overview of the code completion architecture. The code completion service uses the given document context to retrieve and query the corresponding language-specific contexts, through which the service determines the code completion proposals to return.